https://www.jianshu.com/p/1dd6a26c881b

**spring aop 细说advice,advisor**

[![96](data:image/jpeg;base64,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)](https://www.jianshu.com/u/d3f1e12064a5)

[不迷失](https://www.jianshu.com/u/d3f1e12064a5) 关注

2016.05.18 15:02\* 字数 2188 阅读 7529评论 2喜欢 5

Spring支持五种类型的增强或通知(Advice):  
Before(方法执行前) org.apringframework.aop.MethodBeforeAdvice  
AfterReturning(方法返回后) org.springframework.aop.AfterReturningAdvice  
After-throwing(异常抛出后) org.springframework.aop.ThrowsAdviceArround  
环绕，即方法前后 org.aopaliance.intercept.MethodInterceptor  
引介，不常用 org.springframework.aop.IntroductionInterceptor

示例：

package spring4;

/\*\*

\* Created by weixin:javajidi\_com.

\* 业务逻辑接口

\*/

public interface Service {

void print(String str);

}

package spring4;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class ServiceImpl implements Service {

public void print(String str) {

System.out.println("我是业务方法"+str);

}

}

package spring4.aop;

import org.springframework.aop.AfterReturningAdvice;

import java.lang.reflect.Method;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class AfterAdvice implements AfterReturningAdvice {

public void afterReturning(Object o, Method method, Object[] objects, Object o1) throws Throwable {

System.out.println("AfterAdvice方法执行完成了");

System.out.println(method.getName()+";"+o1.getClass());

}

}

package spring4.aop;

import org.springframework.aop.MethodBeforeAdvice;

import java.lang.reflect.Method;

/\*\*

\* Created by weixin:javajidi\_com.

\* 方法执行前的逻辑，称前置通知

\*/

public class BeforeAdvice implements MethodBeforeAdvice{

public void before(Method method, Object[] objects, Object o) throws Throwable {

System.out.println("BeforeAdvice方法执行前");

System.out.println(method.getName()+";"+o.getClass());

}

}

package spring4.aop;

import org.aopalliance.intercept.MethodInterceptor;

import org.aopalliance.intercept.MethodInvocation;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class RoundAdvice implements MethodInterceptor {

public Object invoke(MethodInvocation methodInvocation) throws Throwable {

System.out.println("Roundadvice方法执行前");

System.out.println(methodInvocation.getArguments()[0]);//可以获取目标方法的参数值

Object result=methodInvocation.proceed();//调用目标对象的方法

System.out.println("RoundAdvice方法执行完成了");

return result;

}

}

package spring4.aop;

import org.springframework.aop.framework.ProxyFactory;

import spring4.Service;

import spring4.ServiceImpl;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class Test {

public static void main(String[] arg){

Service service=new ServiceImpl();//

//使用代理工厂为目标对象创建代理，并织入我们自己的advice逻辑

ProxyFactory proxyFactoryBean=new ProxyFactory();

proxyFactoryBean.setTarget(service);//设置目标对象

proxyFactoryBean.addAdvice(new BeforeAdvice());//为目标对象织入增强

proxyFactoryBean.addAdvice(new AfterAdvice());

proxyFactoryBean.addAdvice(new RoundAdvice());

Service proxy=(Service)proxyFactoryBean.getProxy();

proxy.print("test");

}

}

运行结果：

BeforeAdvice方法执行前

print;class spring4.ServiceImpl

Roundadvice方法执行前

test

我是业务方法test

RoundAdvice方法执行完成了

AfterAdvice方法执行完成了

print;class spring4.ServiceImpl

如果通过xml配置，我们可以使用ProxyFactoryBean

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd">

<bean id="beforeAdvice" class="spring4.aop.BeforeAdvice"/>

<bean id="afterAdvice" class="spring4.aop.AfterAdvice"/>

<bean id="roundAdvice" class="spring4.aop.RoundAdvice"/>

<bean id="service" class="spring4.ServiceImpl"/>

<bean id="serviceProxy" class="org.springframework.aop.framework.ProxyFactoryBean">

<property name="interceptorNames">

<list>

<value>beforeAdvice</value>

<value>afterAdvice</value>

<value>roundAdvice</value>

</list>

</property>

<property name="target" ref="service"></property>

</bean>

</beans>

package spring4.aop;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import spring4.Service;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class Test {

public static void main(String[] arg){

// Service service=new ServiceImpl();

// //使用代理工厂为目标对象创建代理，并织入我们自己的advice逻辑

// ProxyFactory proxyFactoryBean=new ProxyFactory();

// proxyFactoryBean.setTarget(service);//设置目标对象

// proxyFactoryBean.addAdvice(new BeforeAdvice());//为目标对象织入增强

// proxyFactoryBean.addAdvice(new AfterAdvice());

// proxyFactoryBean.addAdvice(new RoundAdvice());

// Service proxy=(Service)proxyFactoryBean.getProxy();

// proxy.print("test");

ApplicationContext applicationContext=new ClassPathXmlApplicationContext("classpath:spring.xml");

Service service=applicationContext.getBean("serviceProxy",Service.class);

service.print("test");

}

}

在前面介绍各类增强时，大家可能没有注意到一个问题：增强被织入到目标类的所有方法中。

假设我们希望有选择地织入到目标类某些特定的方法中，就需要使用切点进行目标连接点的定位了。描述连接点是进行AOP编程最主要的一项工作。增强提供了连接点方位信息：如织入到方法前面、后面等，而切点进一步描述织入到哪些类的哪些方法上。

Spring通过org.springframework.aop.Pointcut接口描述切点，Pointcut由ClassFilter和MethodMatcher构成。它通过ClassFilter定位到某些特定类上，通过MethodMatcher定位到某些特定方法上，这样Pointcut就拥有了描述某些类的某些特定方法的能力。

Spring提供了六种类型切点：

·静态方法切点：org.springframework.aop.support.StaticMethodMatcherPointcut是静态方法切点的抽象基类，默认情况下它匹配所有的类。 StaticMethodMatcherPointcut包括 两个主要的子类，分别是NameMatchMethodPointcut和AbstractRegexpMethodPointcut，前者提供简单字符串匹配方法签名，而后者使用正则表达式匹配方法签名；

·动态方法切点：org.springframework.aop.support.DynamicMethodMatcherPointcut是动态方法切点的抽象基类，默认情况下它匹配所有的类。 DynamicMethodMatcherPointcut类已经过时，可以使用DefaultPointcutAdvisor和DynamicMethodMatcherPointcut动态方法匹配器替代之；

·注解切点：org.springframework.aop.support.annotation.AnnotationMatchingPointcut实现类表示注解切点。使用AnnotationMatchingPointcut支持在Bean中直接通过JDK5.0注解标签定义的切点；

·表达式切点：org.springframework.aop.support.ExpressionPointcut接口主要是为了支持AspectJ切点表达式语法而定义的接口；

·流程切点：org.springframework.aop.support.ControlFlowPointcut实现类表示控制流程切点。ControlFlowPointcut是一种特殊的切点，它根据程序执行堆栈的信息查看目标方法是否由某一个方法直接或间接发起调用，以此判断是否为匹配的连接点；

·复合切点：org.springframework.aop.support.ComposablePointcut实现类是为创建多个切点而提供的方便操作类。它所有的方法都返回ComposablePointcut类，这样，我们就可以使用链接表达式对其进行操作，形如：  
Pointcut pc=new ComposablePointcut().union(classFilter).intersection(methodMatcher).intersection(pointcut)

前面已经解释过，切面就是由切点和增强组成。由于增强既包含横切代码，又包含部分的连接点信息（方法前、方法后等的方位信息），所以我们可以仅通过增强类生成一个切面。但切点仅代表目标类连接点的部分信息（类和方法的定位），所以仅有切点，我们无法制作出一个切面，必须结合增强才能制作出切面。

Spring使用org.springframework.aop.Advisor接口表示切面的概念，一个切面同时包含横切代码和连接点信息。

·Advisor:代表一般切面，它仅包含一个Advice，我们说过，因为Advice包含了横切代码和连接点的信息，所以Advice本身就是一个简单的切面，只不过它代表的横切的连接点是所有目标类的所有方法，因为这个横切面太宽泛，所以一般不会直接使用；

·PointcutAdvisor:代表具有切点的切面，它包含Advice和Pointcut两个类，这样我们就可以通过类、方法名以及方法方位等信息灵活地定义切面的连接点，提供更具适用性的切面。

PointcutAdvisor主要有6个具体的实现类，分别介绍如下：

·DefaultPointcutAdvisor:最常用的切面类型，它可以通过任意Pointcut和Advice定义一个切面，唯一不支持的是引介的切面类型，一般可以通过扩展该类实现自定义的切面；

·NameMatchMethodPointcutAdvisor:通过该类可以定义按方法名定义切点的切面：

·RegexpMethodPointcutAdvisor:对于按正则表达式匹配方法名进行切点定义的切面，可以通过扩展该实现类进行操作。 RegexpMethodPointcutAdvisor允许用户以正则表达式模式串定义方法匹配的切点，其内部通过JdkRegexpMethodPointcut构造出正则表达式方法名切点。

·StaticMethodMatcherPointcutAdvisor：静态方法匹配器切点定义的切面，默认情况下，匹配所有的目标类；

·AspecJExpressionPointcutAdvisor:用于Aspecj切点表达式定义切点的切面。

·AspecJPointcutAdvisor:用于AspecJ语法定义切点的切面。

这些Advisor的实现类，都可以在Pointcut中找到对应物，实际上，它们都是通过扩展对应Pointcut实现类并实现PointcutAdvisor接口进行定义。此外，Advisor都实现了org.springframework.core.Ordered接口，Spring将根据Advisor定义的顺序决定织入切面的顺序。

我们通过使用RegexpMethodPointcutAdvisor来理解如何使用。

RegexpMethodPointcutAdvisor表示通过正则表达式进行切点描述的切面，它有一个pattern属性用来指定增强要应用到哪些类的哪些方法，也可以通过patterns属性指定多个表达式进行匹配。有一个advice属性用来表示要应用的增强，这样就能表示一个完整的切面了。  
我们举几个例子用进一步认识正则表达式在配置匹配方法上的具体应用：  
示例1：.\*set.\*表示所有类中的以set前缀的方法，如com.baobaotao.Waiter.setSalary()，  
Person.setName()等；  
示例2：com.advisor.\*表示com.advisor包下所有类的所有方法；  
示例3：com.service.\*Service.\* 牢匹配com.service包下所有类名以Service结尾的类的所有方法，如com.service.UserService.save(User user)、com.service.ForumService.update(Forum forum)等方法；  
示例4：com.service.\*.save.+ 匹配com.service包中所有类中所以save为前缀的方法。如匹配com.service.UserService类的saveUser()和saveLoginLog()方法，但不匹配该类中的save()方法。

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd">

<bean id="beforeAdvice" class="spring4.aop.BeforeAdvice"/>

<bean id="afterAdvice" class="spring4.aop.AfterAdvice"/>

<bean id="roundAdvice" class="spring4.aop.RoundAdvice"/>

<bean id="service" class="spring4.ServiceImpl"/>

<bean id="advisor" class="org.springframework.aop.support.RegexpMethodPointcutAdvisor">

<property name="advice" ref="beforeAdvice"/>

<!--正则表达式用来表示增加添加到哪些类的哪些方法-->

<property name="pattern" value="spring4\..\*.print.\*"/><!--表示应用到spring4包下所有类中的所有print开头的方法上-->

</bean>

<bean id="serviceProxy" class="org.springframework.aop.framework.ProxyFactoryBean">

<property name="interceptorNames">

<list>

<value>advisor</value><!--这里可以是advice,也可以是advisor-->

</list>

</property>

<property name="target" ref="service"></property>

</bean>

</beans>

在原service加多一个方法便于观察

package spring4.aop;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import spring4.Service;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class Test {

public static void main(String[] arg){

// Service service=new ServiceImpl();

// //使用代理工厂为目标对象创建代理，并织入我们自己的advice逻辑

// ProxyFactory proxyFactoryBean=new ProxyFactory();

// proxyFactoryBean.setTarget(service);//设置目标对象

// proxyFactoryBean.addAdvice(new BeforeAdvice());//为目标对象织入增强

// proxyFactoryBean.addAdvice(new AfterAdvice());

// proxyFactoryBean.addAdvice(new RoundAdvice());

// Service proxy=(Service)proxyFactoryBean.getProxy();

// proxy.print("test");

ApplicationContext applicationContext=new ClassPathXmlApplicationContext("classpath:spring.xml");

Service service=applicationContext.getBean("serviceProxy",Service.class);

service.print("print");

service.say("say");

}

}

运行结果

BeforeAdvice方法执行前

print;class spring4.ServiceImpl

我是业务方法print

say:say

可见只有print方法被加入了增强

在前面的例子中，我们都通过ProxyFactoryBean创建织入切面的代理，每一个需要被代理的Bean都需要使用一个ProxyFactoryBean进行配置。对由拥有众多需要代理Bean的系统，这将非常麻烦。

幸运的是，Spring为我们提供了自动代理机制，让容器为我们自动生成代理，把我们从烦琐的配置工作中解放出来。在内部，Spring使用BeanPostProcessor自动地完成这项工作。这些基于BeanPostProcessor的自动代理创建器的实现类，将根据一些规则自动在容器实例化Bean时为匹配的Bean生成代理实例。这些代理创建器可以分为以下三类：

.基于Bean配置名规则的自动代理创建器：允许为一组特定配置名的Bean自动创建代理实例的代理创建器，实现类为BeanNameAutoProxyCreator;

.基于Advisor匹配机制的自动代理创建器：它会对容器中所有的Advisor进行扫描，自动将这些切面应用到匹配的Bean中（即为目标Bean创建代理实例），实现类为DefaultAdvisorAutoProxyCreator;

.基于Bean中AspectJ注解标签的自动代理创建器：为包含AspectJ注解的Bean自动创建代理实例，它的实现类是AnnotationAwareAspectjAutoProxyCreator。

所有的自动代理创建器类都实现了BeanPostProcessor，在容器实例化Bean时，BeanPostProcessor将对它进行加工处理，所以，自动代理创建器有机会对满足匹配规则的Bcan自动创建代理对象。  
使用时，我们只需在容器中注册相应bean即可生效。

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context.xsd">

<bean id="beforeAdvice" class="spring4.aop.BeforeAdvice"/>

<bean id="afterAdvice" class="spring4.aop.AfterAdvice"/>

<bean id="roundAdvice" class="spring4.aop.RoundAdvice"/>

<bean id="service" class="spring4.ServiceImpl"/>

<bean id="advisor" class="org.springframework.aop.support.RegexpMethodPointcutAdvisor">

<property name="advice" ref="beforeAdvice"/>

<!--正则表达式用来表示增加添加到哪些类的哪些方法-->

<property name="pattern" value="spring4\..\*.print.\*"/><!--表示应用到spring4包下所有类中的所有print开头的方法上-->

</bean>

<!--会扫描所有容器中的advisor,然后自动为这些advisor要应用的bean生成代理-->

<bean class="org.springframework.aop.framework.autoproxy.DefaultAdvisorAutoProxyCreator"/>

</beans>

package spring4.aop;

import org.springframework.context.ApplicationContext;

import org.springframework.context.support.ClassPathXmlApplicationContext;

import spring4.Service;

/\*\*

\* Created by weixin:javajidi\_com.

\*/

public class Test {

public static void main(String[] arg){

// Service service=new ServiceImpl();

// //使用代理工厂为目标对象创建代理，并织入我们自己的advice逻辑

// ProxyFactory proxyFactoryBean=new ProxyFactory();

// proxyFactoryBean.setTarget(service);//设置目标对象

// proxyFactoryBean.addAdvice(new BeforeAdvice());//为目标对象织入增强

// proxyFactoryBean.addAdvice(new AfterAdvice());

// proxyFactoryBean.addAdvice(new RoundAdvice());

// Service proxy=(Service)proxyFactoryBean.getProxy();

// proxy.print("test");

ApplicationContext applicationContext=new ClassPathXmlApplicationContext("classpath:spring.xml");

Service service=applicationContext.getBean("service",Service.class);

service.print("print");

service.say("say");

}

}

运行结果一致。